Atitit 数据库分片 分库后问题总结
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### **将此业务表切换到分布式数据库产品中**

此方案最简单直接。但我们的业务中，只有此表数据量较大且需要查询详细单据。仅为了一张表就引入一种存储机制，考虑到运维和经济成本，总觉得不划算。另外，此表还与其他表有一定的联合查询操作，分离出去后会增加应用层的复杂度；

三、分库分表后引入的问题

## 1、分布式事务问题

如果我们做了垂直分库或者水平分库以后，就必然会涉及到跨库执行SQL的问题，这样就引发了互联网界的老大难问题-"分布式事务"。那要如何解决这个问题呢？

1.使用分布式事务中间件 2.使用MySQL自带的针对跨库的事务一致性方案(XA)，不过性能要比单库的慢10倍左右。3.能否避免掉跨库操作(比如将用户和商品放在同一个库中)

## 2、跨库join的问题（业务表做分区解决）

分库分表后表之间的关联操作将受到限制，我们无法join位于不同分库的表，也无法join分表粒度不同的表， 结果原本一次查询能够完成的业务，可能需要多次查询才能完成。粗略的解决方法： 全局表：基础数据，所有库都拷贝一份。 字段冗余：这样有些字段就不用join去查询了。 系统层组装：分别查询出所有，然后组装起来，较复杂。

用分区解决。。。

## 3、横向扩容的问题 使用userid解决

当我们使用HASH取模做分表的时候，针对数据量的递增，可能需要动态的增加表，此时就需要考虑因为reHash导致数据迁移的问题。

## 4、结果集合并、排序的问题 分区+es

因为我们是将数据分散存储到不同的库、表里的，当我们查询指定数据列表时，数据来源于不同的子库或者子表，就必然会引发结果集合并、排序的问题。如果每次查询都需要排序、合并等操作，性能肯定会受非常大的影响。走缓存可能一条路!

少量分区解决，大量使用使用mongodb es解决